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ABSTRACT

The Internet of Musical Things (IoMusT) is an emerging research area consisting of the extension of the Internet of Things paradigm to the music domain. Interoperability represents a central issue within this domain, where heterogeneous objects dedicated to the production and/or reception of musical content (Musical Things) are envisioned to communicate between each other. This paper proposes an ontology for the representation of the knowledge related to IoMusT ecosystems to facilitate interoperability between Musical Things. There was no previous comprehensive data model for the IoMusT domain, however the new ontology relates to existing ontologies, including the SOSA Ontology for the representation of sensors and actuators and the Music Ontology focusing on the production and consumption of music. This paper documents the design of the ontology and its evaluation with respect to specific requirements gathered from an extensive literature review, which was based on scenarios involving IoMusT stakeholders, such as performers and audience members. The IoMusT Ontology can be accessed at: https://w3id.org/iomust#.
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1. Introduction

The Internet of Musical Things (IoMusT) is an emerging research area consisting of the extension of the Internet of Things paradigm to the musical domain. This field is positioned at the confluence of music technology, the Internet of Things, human–computer interaction, and artificial intelligence. IoMusT relates to the networks of computing devices embedded in physical objects (Musical Things) dedicated to the production and/or reception of musical content. Considering the computer science perspective, Turchet and colleagues defined a Musical Thing as "a computing device capable of sensing, acquiring, processing, or actuating, and exchanging data serving a musical purpose". The IoMusT was then defined as “the ensemble of interfaces, protocols and representations of music-related information that enable services and applications serving a musical purpose based on interactions between humans and Musical Things or between Musical Things themselves, in physical and/or digital realms. Music-related information refers to data sensed and processed by a Musical Thing, and/or exchanged with a human or with another Musical Thing” [1].

Various kinds of Musical Things can be envisioned, which may be categorized according to the musical purpose they serve (e.g., to control, generate, or track responses to musical content). Examples of existing Musical Things are the “smart musical instruments”; a new family of musical instruments encompassing sensors, actuators, wireless connectivity and on-board processing [2]. These musical devices are able to directly exchange musically-relevant information with one another as well as communicate with a diverse network of external devices, such as smartphones, wearables, virtual reality headsets or stage equipment. Instances of smart musical instruments include the Smart Cajón reported in [3] and the Sensus Smart Guitar developed by MIND Music Labs [4]. Another example of Musical Things are “musical haptic wearables” [5–7], a novel class of wearable devices embedding haptic stimulation, tracking of gestures and physiological parameters and wireless connectivity features. On the one hand, such devices were conceived to enhance communication between performers as well as between performers and audience members by leveraging the sense of touch in both co-located and remote settings. On the other hand, they were devised to enrich musical experiences of audiences of music performances by integrating haptic stimulations, as well as provide new capabilities for creative participation thanks to embedded sensor interfaces.

Musical Things are connected by an infrastructure that enables multidirectional communication, both locally and remotely, between different stakeholders such as composers, performers, audience members, audio producers, live sound engineers, as
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as music students and music teachers. The ecosystems that will form around Internet of Musical Things technologies are envisioned to support novel forms of interactions between such stakeholders by means of novel musical applications and services. This has the potential to revolutionize the way music is composed, performed, experienced, learned and recorded.

To accomplish the IoMusT vision, the Musical Things within an ecosystem need to communicate through a common language. A central unsolved issue within the IoMusT paradigm is how facilitating interoperability among heterogeneous Musical Things, which may serve radically different purposes (e.g., real-time analysis of musical content, generation and delivery of haptic, visual, or olfactory sensory layers additional to the musical content, delivery of content-recommendation services for music students). To date, interoperability across musical devices has mostly relied on protocols for the exchange of musical messages such as Musical Instrument Digital Interface (MIDI) or Open Sound Control (OSC) [8] and tools based on it (e.g., libmapper [9]).

Today, MIDI is a widely adopted protocol, which was conceived in the 80s to enable the exchange of information across musical instruments developed by different vendors. MIDI is not well suited to achieve interoperability across heterogeneous devices because it was specifically conceived for communication across musical instruments. Moreover, MIDI is very limited in resolution (e.g., it uses integers between 0 and 127), which prevents to represent information with a high level of detail and accuracy. On the other hand, OSC is a protocol more flexible and with higher resolution than MIDI, as it enables user-defined namespaces and supports messages with various formats (including floats and strings). This would make OSC more suitable to facilitate communication across heterogeneous devices, including non-musical ones. However, OSC is not equipped with standard namespaces for interfacing devices and as a consequence, connected devices neither know each other or each other’s capabilities. Tools based on OSC, such as libmapper and Sense-World DataNetwork, have been proposed where a semantic layer is added to the conventional OSC protocol structure [10–12]. These protocols provide decentralized resource allocation and discovery, and flexible connectivity letting devices describe themselves and their capabilities. However, they target the use of a LAN subnet where support for multicast can be guaranteed [9]. They are not conceived for Web-based interactions as they support mechanisms of automatic inference.

In summary, the existing musical protocols are not adequate to support interoperability across the wide heterogeneity of Musical Things, as they are typically not flexible, lack high resolution, not equipped with inference mechanisms, and do not support easy integration with the Web. Semantic technologies, such as semantic web [13] and knowledge representation [14], possess these features. For this reason, they have been recently envisioned as a solution to enable interoperability across heterogeneous Musical Things [1]. Existing ontologies devised for the musical domain to date, such as the Music Ontology [15], the Studio Ontology [16] or the Audio Features Ontology [17], are insufficient to represent the wide knowledge base that the variety of the possible Musical Things entail. An ontology specific to the IoMusT scenario is currently missing. As a consequence, the use of semantic technologies in Internet of Musical Things contexts is limited to scenarios involving homogeneous Musical Things serving similar musical purposes or ad-hoc interactions designed for a specific, fixed scenario.

The first effort towards the application of semantic technologies to the IoMusT context is reported in [18]. The authors proposed a semantically-enriched Internet of Musical Things architecture relying on a semantic audio server and edge computing techniques. Specifically, a SPARQL Event Processing Architecture [19] was employed as an interoperability enabler allowing multiple Musical Things to cooperate, relying on a music-related ontology [17]. A limitation of the developed architecture was the involvement of an ontology restricted to the representation of simple musical features, which prevented Musical Things dedicated to purposes other than music generation to join the ecosystem formed around the architecture.

Semantic technologies based on an ontology for the IoMusT can assist in managing, querying, and combining information characterizing an IoMusT ecosystem, including data about the music produced, the involved stakeholders, the utilized Musical Things and their application and services. This has the potential to spur the exploration of novel artistic avenues, such as performance and composition, for instance based on emergent properties of an IoMusT ecosystem [20].

In this paper, we propose the “Internet of Musical Things Ontology”, an ontology devised to represent the knowledge related to IoMusT ecosystems. We describe the design process of the IoMusT Ontology and its first (and current) version, i.e., 1.0.0. The description of the IoMusT Ontology follows the MIRO (minimum information for the reporting of an ontology) guidelines [21]. For reference, the paper reports the MIRO designations (e.g., E9 for Ontology relationships), where the specific information item is provided. The ontology name (A.1) and its need (B.1) have been already introduced. The ontology is available at https://w3id.org/iomust# (A.4) with license GPL3 (A.3).

2. Methodology, audience, and scope

This section describes the methodology adopted for the design and development of the IoMusT Ontology, as well as the audience of the ontology and its scope.

2.1. Methodology for ontology development

The ontology is developed and maintained by the authors and other members of the emerging IoMusT research community, which is currently composed by leading research institutes in sound music computing and Internet of Things (A.2 and C.2).

The design and development of the IoMusT Ontology was mostly inspired by the METHONTOLOGY methodological framework [22] (A.6). This framework is composed of six phases: (i) the specification, i.e., the identification of the audience, scope, scenarios of use, and requirements (Sections 5 and 2.2); (ii) the conceptualization of an informal model (first paragraph of Section 6); (iii) the formalization of the ontology namespaces, classes and properties; and (iv) the integration of existing ontologies in a description and its formalization and publication using OWL2 [23] (Section 6); (v) the implementation of the ontology with an appropriate serialization language (Section 7); (vi) the maintenance of the ontology once implemented (Section 7).

Moreover, the METHONTOLOGY framework identifies three tasks that are accomplished during the lifetime of the ontology. These are orthogonal to the five phases: (i) knowledge acquisition through research of related ontologies and models (Section 3) as well as gathering data from potential users (Section 4), to inform multiple phases of the design process, mainly conceptualization and integration; (ii) documentation of the process phases (internal) and the ontology specification (public) (Section 7); (iii) the evaluation of the ontology before its release (Section 8).

Other works, like Uschold [24] and more recently De Nicola and Missikoff [25] suggest different methodologies for ontology engineering. These approaches, however, focus on techniques to formalize new ontologies from scratch. This is not the case in the current research, where the goal is to provide a new contribution based as much as possible on the integration of pre-existing ontologies.
2.2. Scope and audience

The role of the IoMusT Ontology is to offer a common data model enabling interoperability among heterogeneous Musical Things, which allows both people and virtual agents to seamlessly generate, explore, access, or transform music-related content produced within an IoMusT ecosystem. Therefore, the scope of the ontology (C.1) is represented by all ecosystems forming around existing or future IoMusT technologies.

The target audience of the ontology (B.3) is represented by all actors and stakeholders that are involved in such ecosystems, including performers, audience members, composers, studio producers, live sound engineers, and choreographers.

3. Related ontologies and data models

Before defining an ontology specific to the IoMusT domain we conducted a review of existing ontologies. The review showed that no existing ontology covers the requirements of the identified use cases or satisfied a design goal of representing concepts and relations in the context of networked musical activities (see Sections 4 and 5). The IoMusT vision is intrinsically multisensory and highly interdisciplinary [1]. This section describes ontologies and data models (B.2) that are related to such a vision. They have been gathered through the research of literature and online resources (D.1 and D.2) and evaluated as part of the design process (D.3).

3.1. Ontologies for the audio domain

Several ontologies have been proposed in recent years for the audio and music domains, in recognition of the complexity and broad ranging applications of such ontologies, and the fact that much of the information exchanged on the Web today is multimedia, of which music is a very substantial component, rather than text. The scope of such ontologies are wide ranging, starting from very focused areas of music production such as audio effects [26], to larger binding ontologies that target the description and retrieval of audio resources on the web in general [27].

The Music Ontology (MO) [15,28] is a general purpose high-level ontology for the music domain that models the music value-chain from production to consumption. Therefore its focus is on editorial metadata, e.g. artist name and title associated with audio recordings, as well as the representation of major steps in the production of recorded music, from composition, through performance and recording, to release. The ontology is in sharp contrast with music metadata standards that typically suffer from the limitations of an object or item centric view [29] and unique in its ability to cover the four major stages in the development of intellectual works identified by the library information science community in the context of Functional Requirements of Bibliographic Records (FRBR) [30]. To this end, MO relies on and extends the model in [31], and provides an event based conceptualization of music production workflows. Therefore it deals with the notion of musical works, expressions, manifestations and musical items, to identify e.g. a mo:MusicalWork and its performances by different artists, and potentially different recordings and releases. MO binds these concept together using events from the Event Ontology, to describe transitions between states of intellectual works. For instance, placing a microphone in front of an instrument implies a recording event (event:Event) that facilitates transition from one representation of a work to another (sound to signal). When the recorded signal is transferred to a medium and released (a release event) we move from musical expression to musical manifestation. Numerous extensions of the ontology exists, including music theoretical domains such as chords and musical temperament.

The Music Ontology does not deal with the nuances of technical workflows in music production. This is the area covered by the Studio Ontology (SO) [16]. The ontology uses hooks provided by MO to describe what happens between the expression and manifestation layers. This includes typical procedures in audio engineering as well as signal processing. The Studio Ontology covers for instance, microphone placement, physical signal connectivity (e.g. studio wiring), mixing, editing and mastering of audio, a process involving several sound signal transformations. The core model and innovation of this ontology is a parallel event flow and signal flow, aiming to describe a series of actions performed by audio engineers, coupled with a series of signal transformations together with the technical artifacts involved in them and their configuration parameters. This allows for instance to trace signal transformations using the model described in [32]. From a more philosophical perspective, this ontology allows for capturing the contribution of the producer and engineer to a music piece, which, at least in modern music, is just as important as the composition.

The Audio Features Ontology (AFO) addresses another audio domain that requires detailed conceptualizations. Audio Features are descriptors that represent specific characteristics of sound signals. These may relate to measurable properties of the signal, such as bandwidth or spectral centroid, perceptual qualities like pitch and loudness, and musical characteristics such as notes, musical key and chords. A benefit of smart instruments is their ability to process audio and extract features that are relevant in a particular interaction scenario. Therefore a formal model of audio features is crucial to provide interoperability in IoMusT. The AFO defines a four layer conceptual model, akin to FRBR, to describe audio feature types, coupled with their mathematical or computational models, implementations and outputs. The associated audio feature vocabulary (AFV) defines a large number of audio descriptors.

The Musical Instruments Ontology [33] is highly relevant to the domain of IoMusT. It provides an ontological model for encoding well known instrument classification systems, e.g. for grouping instruments into categories such as Idiophones or Aerophones, based on their sound production or excitation mechanism. The ontology proposes a solution to deal with terminological heterogeneity among different knowledge representation systems in this domain.

The Audio Commons Ontology (ACO) [27] is an example of a higher level domain ontology that binds several audio related ontologies together. It was designed to facilitate the integration of audio content repositories on the Web as well as content consumption by software agents. The goal of this ontology is to facilitate the description and retrieval of audio content in professional content production. It follows the layered conceptualization paradigm introduced in MO and FRBR, but extends this to non-musical sounds. ACO also deals with professional requirements for sound metadata (such as those of broadcasters) by integrating the EBU Core ontology. For IoMusT, this provides an example of an ontology that supports integration across heterogeneous domains.

The Context-based Music Recommendation (COMUS) ontology [34] is aimed at modeling user’s musical preferences and context. It supports reasoning on the user’s desired emotions and preferences. As the name suggests, the COMUS ontology is mostly oriented at providing music recommendations.

1 http://purl.org/NET/c4dm/event.owl#.
2 https://semantic-audio.github.io/afv/.
3 https://www.ebu.ch/metadata/ontologies/ebucore/.
3.2. Ontologies for the haptic domain

Ontologies for the haptic domain are also important, due to the fact that musical haptic wearables [5] and other devices in the IoMusT environment often require tactile interaction. Myrgioti et al. in [35] proposed a model for tactile information flow and an ontology developed using UML. This work has then been refined through the adoption of OWL and in-depth analysis of the process of developing haptics software [36]. Adhami and El Saddik in [37] present the Service Oriented Development of Haptics Ontology (SODHO). It is aimed at a unified modeling of sensors and actuators (or in general transducers) for haptics and it is mostly based on HASM [36].

Albert et al. [38] focused on tactile perception by analogy with visual perception. The authors proposed a generic analysis of the possible ways to represent tactile sensations, and went further by considering existing ontologies that can be somehow related to human perception (e.g., by means of sensors and observations). First, they focused on the SSN ontology [39] that introduces the stimulus–sensor–observation pattern, necessary for the tactile perception.

3.3. Ontologies for sensors, actuators, and connectivity

Among the ontologies designed for the IoT, two of the most diffuse are SSN4 (Semantic Sensor Network) and SOSA5 (Sensor, Observation, Sample, and Actuator). Both SSN and SOSA adopt a complex approach to description of hardware, observation of physical entities and actuation. SSN [39] covers the majority of the SensorML standard6 and has been designed to describe sensors and observations, as well as the deployment in which sensors are employed. SOSA [40] adopts a lightweight approach to describe sensors, actuators and the acts of observation and actuation. SOSA acts as a replacement of the Sensor–Stimulus–Observation (SSO) design pattern provided by SSN, that provides greater expressivity [41].

At a higher level of abstraction, things in IoT can be represented according to the Web Thing model7 proposed by the W3C. In this sense, devices are provided with the so-called thing description, a detailed profile reporting properties, events and actions exposed through its interface. A first attempt to semantically represent this model has been provided by Charpenay et al. in [42], later on envisioned by Serena et al. in [43] for a discovery framework. The Web of Things ontology discussed by Charpenay et al. and Serena et al. has been employed by Viola et al. [44] to build a semantic Web of Things environment for recommendations in the audio domain. Eventually, Antoniazzi and Viola [45] provided a semantic version of the Web of Things.

4. Knowledge acquisition

Knowledge acquisition is an activity that has been performed since the initial phases of the ontology building. It is typically continuously carried out. For the purposes of the proposed ontology, we conducted a review of the existing IoMusT literature and related areas. In particular, the studies reported in [1,2,7,46,47] and [5] represent the most relevant sources for the creation of the knowledge base. Such works are based on extensive literature reviews of IoMusT-related topics and contain descriptions of different scenarios involving Musical Things and stakeholders within various IoMusT ecosystems. Moreover, we considered works reporting various experiments with different stakeholders, such as performers and audience members, including co-design of smart musical instruments and related interactions (e.g., [7,48]). Furthermore, we defined additional scenarios consisting of use cases for IoMusT ecosystems not present in the previous literature. Hereinafter, we summarize three instances of scenarios, which represent the most relevant examples of use cases around which the ontology design is framed:

Multisensory live music experience and audience participation. During a live concert the smart instruments of the band deliver to the audience’s Musical Things some messages that control in real-time their behavior, i.e. the Musical Things respond to those messages by delivering a sensory feedback augmenting the auditory content (e.g., visualizations provided by smart glasses, vibrations produced by jackets enhanced with vibro-tactile motors). The delivered messages, and as a consequence the provided sensory feedback, depend on features of the music played, which are extracted by each instrument. The same Musical Things can track the movements of the audience (e.g., detecting when they are dancing), and this information is used to produce a musical accompaniment for the band. At certain points of the concert, also the remote audience, which is connected to the concert venue, participates in the music creation process by means of gestures on their smartphones, following instructions that are displayed on them and delivered by the smart instruments. These instructions depend on the geographical position of the remote audience.

Enhanced music learning. During her practice activities, a guitar student uses a smartphone app connected to her smart guitar. The smart guitar detects the errors made by the student and the smartphone app provides recommendation about how to improve her playing and which musical piece to play next. Such recommendations are based on a connected cloud-based service that receives information on the act of playing of the student, which is retrieved by the smart guitar. Following the recommendation service’s suggestions, the student accepts to play the suggested musical piece. This choice automatically configures the smart guitar with the effects chain needed to practice that piece.

Remote rehearsals and intelligent music productions. Two musicians use their smart instruments to rehearse together at a distance of 100 km, thanks to the direct connectivity between their instruments. At some point they make a recording of their music, which also encompasses metadata related to the configuration of the sound engine of the smart instruments, where each sensor in the sensor interface is associated to a musical parameter of a certain audio effect (e.g., the values of the pressure sensor are mapped to the feedback parameter of a delay effect). Such multi-layer recording is sent to studio producers who use all the available information first to recreate an authentic rendering of the rehearsal in their studio environment, and then to create a new version of the recording (e.g., by modifying the mapping function between a sensor and a parameter of the associated audio effect).

5. Specification

The acquired knowledge was then analyzed to identify a set of requirements that the ontology should satisfy [49]. The literature review led to a total of 15 scenarios (5 scenarios from [1], 5 from [2], and 5 defined by the authors or derived from recent experiments with users described in the literature). For each scenario we derived a set of requirements, and then applied a thematic analysis [50] to reduced them. The resulting requirements are represented below as a list of example questions that the ontology should be able to support answering [51], and a list of formal requirements.

---

4 https://www.w3.org/TR/vocab-ssn/
5 https://www.w3.org/2015/spatial/wiki/SOSA_Ontology.
7 https://www.w3.org/Submission/wot-model/.
5.1. Competency questions

The following sample questions are meant to be asked with respect to an IoMusT ecosystem:

1. Which type of Musical Things are used by the local and remote performers during the live concert?
2. How many Musical Things used by the audience provide haptic feedback?
3. What smart instruments are controlling the smartphones used by the audience?
4. What is the mood of the music at a given time during the live performance?
5. How many audience members are actively participating in the music creation process thanks to their Musical Things?
6. Which kind of stage equipment is used at a given time during the concert?
7. Which gestural and biometric parameters are tracked from the audience during the live performance?
8. How many and which kind of networks are used during a performance?
9. What pedagogical applications are available for a smart violin?
10. With which music content repository a smart ukulele can interact?
11. Which services are available for a smart guitar and what are their purposes?
12. What type of sensors and actuators compose a smart musical instrument or a musical haptic wearable?

5.2. Formal requirements

The IoMusT Ontology should be able to:

1. represent the concept of Musical Things, including:
   (a) its type (e.g., musical instrument, wearable device, stage equipment);
   (b) its characteristics including the number and type of inputs (e.g., sensors tracking movements or biometric parameters) and outputs (e.g., auditory, visual, haptic, olfactory);
   (c) the type of person for which it is conceived (e.g., performer, audience member, live sound engineer, producer);
   (d) its function (e.g., a smart instrument used to produce musical content, a musical haptic wearable aiming at enriching the listeners' musical experience, an interface used by audience members for participatory purposes, a device used to infer the mood of audience members based on sensed quantities);
   (e) its geographical position;
   (f) the type of data that it generates (e.g., audio signal, text message);
2. represent the concept of connectivity, including:
   (a) the type of network involved (e.g., local network, remote network, Wi-Fi-based, millimeter wave-based);
   (b) the attributes of the network (e.g., bandwidth, speed, synchronization mechanisms);
   (c) the time taken by the network to deliver/receive a message to/from a certain Musical Thing;
3. represent the concept of application and service, including:
   (a) its purpose (e.g., for music learning, performance, composition, studio production)
   (b) its level of interactivity (e.g., interactive, non-interactive)
   (c) its type (e.g., social network, online music content repository)
   (d) its user (e.g., composer, performer, studio producer, educationalist, student, audience member)
4. describe attributes of the music (produced live) at a given time, including:
   (a) low-level features (e.g., the density of notes);
   (b) high-level features (e.g., the mood)
5. describe attributes of the ecosystems, including:
   (a) the number and type of Musical Things present in the network at a given time and a given space;
   (b) which Musical Things are interacting;
   (c) the number and type of applications and services available within the ecosystem;
   (d) the number and type of networks used at a given time.

6. Ontology description

The Internet of Musical Things ontology (the IoMusT Ontology) has been developed incrementally. It is well understood that the task of developing ontologies is in general complex and it requires an approach that involves continuous refinement and checking of concepts and relationships. This can be done in several ways, and may be performed iteratively as long as the expected match of the ontology with the real subject or knowledge domain is achieved.

Not surprisingly, the first step is to split the domain of interest in smaller parts if possible. For each of those smaller parts, secondly, iterations are needed to ensure that all relevant concepts are included. Sometimes this is done by surveying a pool of experts and/or future users of the ontology, to obtain their feedback. Clearly, this check helps designers to avoid wrong naming on resources, as well as to detect and correct contradictory assertions.

Then, the smaller parts have to be joined together to form the ontology. Again, the expressiveness of the complete work has to be checked, and in this paper this is provided by requirement analysis and evaluation. The question to be answered, here, is: is my ontology capable to describe my context? If so, is the description made with the precision needed? This process also may be performed iteratively.

The IoMusT Ontology is not an exception. On the contrary, it is very important to notice that the formalization of a vocabulary for the Internet of Musical Things requires this feedback process to ensure a coherent representation of music-related entities with general-purpose contents.

A bottom-up process was deployed for our case. In particular, jumping from wider to narrower concepts, the first idea to be discussed is indeed the connection that stands between the global interpretation of Internet of Things and how to subsume it into the Internet of Musical Things. See also Fig. 3. Clearly, the former is larger than the latter, which should represent a specialization and rely on it. The usage of the IoMusT Ontology, as a consequence, should allow a transparent view of any Musical Thing context as an IoT system. There would be no point in ignoring this core aspect, because the core idea of ontology engineering is to provide a shared and interoperable way to collaborate between different fields of knowledge. Any design choice opposed to this view would have as a direct result the creation of another vertical silos within the IoT chaos [52].

In order to replicate in the ontology this necessary duality, this work will suggest the adoption of two new namespaces:
1. `iot`, that will be used to connect concepts that belong to the broader view of generic devices;
2. `iomust`, which is an extension of `iot` defined as `iot:musical`. Within this namespace are organized the concepts of music-related IoT;

For the sake of clarity, in the present paper the prefixes are kept in a contracted form. To see their expanded version, please see Table A.3 in Appendix.

### 6.1. `iot` namespace

The first concept to be defined is the `Thing` as it is intended in the acronym IoT. Liu and Baiochi [53] survey and comment the spectrum of definitions that have been suggested in literature over the time. Among the surveyed entries, the one proposed by the IEEE is coherent with our requirement of generality: the thing “is any physical object relevant from a user or application perspective”, meaning that we consider things as items exploiting, or being exploited by, other items. Therefore, from now on, the class `iot:Thing` has to be considered according to this definition. Notice that also regular everyday life objects may be `iot:Things`, like chairs, pillows, a scarf, a painting and, indeed, a musical instrument.

Clearly, this is a generic class that needs to be further specialized in subclasses. Again, substantial help may come from the listings in [53], as `iot:Thing` is definitely a large container. For instance, things can be wearable objects: so, the class `iot:WearableThing` can be defined to represent this category. Similarly, devices can also be `smart`, so we call for `iot:SmartThing` class: smart things, e.g., a smartphone, a smart TV, include special technological features or artifacts that provide them with relevant added value over the basic version of the same object.

Eventually, things can be connected to a communication network: they are, in this case, instances of the class `iot:ConnectedThing`. Notice that the aforementioned Studio Ontology [16] contains a rich environment of properties and classes related to connectivity (e.g., the `Connectivity` and the `Device` sub-ontologies).

It would neither be reasonable, nor useful, to list here a hundred of possible subclasses. For this reason, in the present paper only a few will be defined, as the discussion requires them. It is important to notice that there is complete freedom to include new classes whenever needed, as this is precisely the kind of incremental approach for ontology engineering which was mentioned above.

### 6.2. Musical things in the `iomust` namespace

The IoMusT Ontology, as already discussed, aims to develop the `iot` namespace in its musical flavor. To do so, the reference to a vocabulary connected to music is essential. Our reference in this work was introduced in Section 3.1: it is the Music Ontology [15], which will be mentioned as the `music` namespace. An important contribution of this namespace in IoMusT Ontology is its supporting role in creating the archetype of Musical Thing, i.e. the class `iomust:MusicalThing`. In the present work, our definition for this class is the following: the Musical Thing is a thing used to produce or enjoy music, with reference to its context. As a consequence, IoMusT ontology will consider that a smart loudspeaker, or a CD by David Bowie belong to that class, as well as a smart violin located in a concert hall. The same smart violin, however, if stored for exposition in a museum, is no more an `iomust:MusicalThing` because it loses its musical production interest.

The class `iomust:MusicalThing` is indeed less generic than its superclass `iot:Thing`, because it provides a light form of contextualization. Yet, however, we need more precise solutions to be even less abstract. All the items identified in the example above (the smart loudspeaker, the CD, the smart violin) would point to `iot:Thing` through the `rdf:type` predicate. Then, to include an explicit reference to music, and introduce the Internet of Musical Things namespace, the following rule applies:

**Rule 1.** If an `iot:Thing` instance is also connected through `rdf:type` to a class belonging to the Music Ontology, then it is also an instance of `iomust:MusicalThing`.

A typical application of Rule 1 is the aforementioned smart violin: consider Listing 1 as an example, where a simple triple representation is given of the implication expressed. Notice that Rule 1 is not intended to be strictly reversible: during a concert, lights and smoke machines may be intended as Musical Things because of their essential contribution to the listening experience, and yet may not be included in one of the `music` namespace categories.

**Listing 1:** Triple representation of Rule 1. Extended prefixes are available in Table A.3.

```
ns:SmartViolin a iot:Thing, mo:Instrument⇒
ns:SmartViolin a iomust:MusicalThing
```

The Generic Musical Thing definition is not enough to build the complete IoMusT. In the following, a sequence of new classes are introduced in the `iomust` environment, descending from Musical Thing. Each of the classes here correspond to a rule similar to Rule 1 in the OWL.

- `iomust:SmartMusicalThing` is a Musical Thing that is also an `iot:SmartThing`;
- `iomust:SmartInstrument` is a Musical Thing that is also a `mo:Instrument`;
- `iomust:WearableMusicalThing` is a Musical Thing that is also an `iot:WearableThing`;
- `iomust:StageEquipment` is a collection of Musical Things serving as equipment.

Table 1 contains some practical examples of usage for the `iot` and `iomust` namespace entities.

### 6.3. `iot` & `iomust` sensing, actuating and interacting

So far the discussion on the IoMusT Ontology was conducted as a set of broad definitions for the baseline concepts. Here, instead, space is given to how the integration of other ontologies enables our vision of the IoMusT from a lower level standpoint.

First of all it is necessary to describe the smart devices more in detail, and include additional information related to the electronic devices embedded in the `iot:Thing` (e.g., micro-controllers, sensors, actuators). The `iot:SmartThing` was previously introduced to this effect, though without any other specificity. Consequently, to provide greater precision on the actual available sensing and actuating units, other information is needed. Taking into consideration Table 1 as an example, we have to provide a way to semantically distinguish between two instances of `iot:SmartThing`, like the smart violin, and the virtual reality headset, based on their setup. To achieve such goal, this work suggests the inclusion of an ontology already existing and well known in the panorama, namely, SOSA. The choice of SOSA has three main advantages that greatly benefit the IoMusT Ontology:
Table 1
Example of usage for iot and iomust namespaces. We here show how objects part of an Internet of (Musical) Things environment can be considered instances of the classes introduced in this research. Extended prefixes are available in Table A.3.

(i) SOSA is de facto a light version of SSN, and therefore the IoMusT Ontology can be further extended towards SSN integration very easily; (ii) SOSA is very simple, which is always a relevant factor when studying, building and integrating ontologies; (iii) SSN and SOSA, eventually, are a relatively recent W3C recommendation (the last draft dates back to 2017), which means that they are globally accepted as a reference.

The realization of this ontological alignment is made by including as a plug-in the concept of sosa:Platform in the IoMusT Ontology subgraph for the iot:Thing and its aforementioned subclasses. According to SOSA documentation, the sosa:Platform is an entity that hosts other entities, particularly Sensors, Actuators, Samplers, and other Platforms, that is precisely the facet that was missing until now in the iot namespace. In Fig. 1 a few examples are provided to show how the connection can be made. As it can be seen, the smart guitar instance ns:SmartGuitar has also as rdf:type the sosa:Platform class. This additional type allows us to include references to the sensors and actuators on board, as well as the entity they measure. Further details on sensing and measurement description, extensively discussed in previous researches like [55,56] and surveyed in [57], are out of the scope of this paper. For the future, anyway, the possibility to integrate new ontologies still exists: for the ones exploiting SOSA and SSN, such process should be trivial.

Sensing and actuating are in general part of a greater intent of interactive IoT system design. Data collection, then, provides the tools to create a feedback to control actuation and, eventually, to show smart behavior. Interaction is an unavoidable part of this process and, consequently, it should also be represented in the ontology alongside with sensors and actuators. Once such semantic prototype is given, it is possible to distinguish the active resources from the environmental passive ones and an interaction is finally possible. Besides, if the semantic view is shared among various systems horizontally, a strong and effective interoperability is automatically achieved.

The study of entities interacting within their environment is a well established field in literature, leveraging the concepts of agent (e.g., [59–61] and many others) and semantic agent (see, for instance, [62,63]).

Within the IoMusT Ontology, the agent is referred to as any entity, human, object or virtual, that is capable of triggering any kind of dynamic evolution in an environment populated by instances of iot:Thing class. Both iot and iomust namespaces do not include directly such content, as their focus is the device, regardless of the interaction aspect. For this reason, and for the discussion above, the IoMusT Ontology needs to rely on external ontologies to properly provide a definition of agent. Similarly to what has been suggested in the previous paragraphs with SOSA, we suggest here to exploit well-known ontologies, namely FOAF8 and PROV-O.9

The former, once connected to the IoMusT Ontology, defines the foaf:Agent as person, group, software or physical artifact, and things that do stuff. The idea of agent suggested in the previous paragraph is clearly derived from FOAF, although its real utility, in our research, is its capability of including the human being class foaf:Person and relationships in the semantic environment. Agents, intended as physical and virtual devices, are described through the latter, PROV-O, where the agent is something that bears some form of responsibility for an activity taking place, for the existence of an entity, or for another agent’s activity [64]. This idea, in particular, includes also entities running software, which belong to prov:SoftwareAgent. Listing 2 shows an example of using FOAF and PROV-O, and introduces in the iot namespace the ownership property iot:owns.

Listing 2: FOAF & PROV-O integration with the IoMusT Ontology. Extended prefixes are available in Table A.3.

Ownership and actual usage do not necessarily coincide: it may happen, for instance, that people use a tool belonging to someone else. Besides, ownership does not imply any sort of activity with the device. A setup for activities, part of the IoMusT Ontology, is available in Fig. 2.

As it can be seen, Fig. 2 contains a rather complex subgraph. First of all, the application introduces the resource URI ns:Bob as a music performer by exploiting the Music Ontology. The FOAF ontology then provides the foaf:knows relationship with other people semantically represented.

Subsequently, by using the iot namespace, we start setting up a semantic network to identify the ongoing process involving things and users. In this case the user “Bob” is the subject for the predicate iot:isInvolvedIn, that targets a new resource URI with type iot:Application. This application class can be explained as the semantic endpoint tagging together all elements, items and agents involved in an activity. A similar description is given by PROV-O documentation for the prov:Activity class. Notice that also the device ns:SmartGuitar points to the same instance of iot:Application accordingly. In addition to this, in order to create the musical background for the IoMusT Ontology, a subclass of the iot:Application is suggested for specific IoMusT usage, as reported in Rule 2.

Rule 2. If an iot:Application instance is also connected through iot:isInvolvedIn to an instance of a class belonging to the Music Ontology, or to the iomust namespace, then it is also an instance of iomust:MusicalThingApplication.

The application, indeed, is not only a matter of involving the participation of people and objects in an activity. The goal of the IoMusT Ontology is also to represent the application following its sequence of steps over time. Fig. 2 highlights how this is possible.

---

8 http://xmlns.com/foaf/spec/.
9 http://www.w3.org/TR/prov-o/.
through the usage of the predicate \texttt{iot:produces}. The logic supporting this predicate refers to the application as timed sequence of events, where the event is semantically represented by the Event\textsuperscript{10} ontology over the event namespace. As it is reported, the event is spawned as a blank node (it may appear on the go), and fully benefits of the predicates available: in a few triples we get full information on the acting agents (e.g., \texttt{ns:bob}), the tools used (e.g., \texttt{ns:SmartGuitar}), and the timings by further addition of the Timeline\textsuperscript{11} ontology. Moreover, being the event a source of information, we declare it also as a \texttt{prov:Entity}, alongside with any other information that may be interesting for the user (e.g., the event is a \texttt{mo:Performance}). Summarizing, Listing 2 and Fig. 2 together refer that \texttt{ns:bob} performed some music playing \texttt{ns:cristina}'s smart guitar in a performance that lasted 1 h.

\begin{footnotesize}
\begin{enumerate}
\item http://purl.org/NET/c4dm/event.owl#.
\item http://purl.org/NET/c4dm/timeline.owl#.
\end{enumerate}
\end{footnotesize}

6.4. Location of devices

Another relevant problem is location of entities in IoT and IoMusT environments. Such piece of information is extremely useful, for example in making spatial statistics on collected data. In order to provide the ontological tools to locate devices, a few considerations follow.

Currently, PROV-O ontology already has an object property devoted to location, namely \texttt{prov:atLocation}. The triple pattern, in such case, is represented in Listing 3 (Example 1) and, as it can be seen, requires the location to be a semantic resource URI. For the example, a DBpedia resource was chosen. To address also situations in which more precision is required, a data property with range \texttt{xsd:string} has been added to the \texttt{iot} namespace, \texttt{iot:atLocation}, that is used in Example 2.

Clearly, other solutions and different approaches are possible.
7. Implementation and maintenance

The ontology development is accomplished in an online public git repository hosted on GitHub\(^\text{12}\) (A.5). The issue tracking system offered by GitHub, will be used as communication channel for maintenance and future development of the ontology (C.3).

The IoMusT vision is structured around several subdomains and related fields, from interfaces for musical expression to the connectivity infrastructure [1]. The creation of an ontology encompassing all the possible facets of the IoMusT domain in all their complexity would be a very significant task that is beyond the scope of this work. For this reason, the IoMusT Ontology is an implementation-driven ontology that is evaluated and evolves during its use while developing applications. This means that the ontology will be growing depending on the appearance of new components around which IoMusT ecosystems are structured, such as novel Musical Things, connectivity infrastructures, or innovative applications and services (F.1). On the technical level, the last version of the ontology will always be accessible at the IoMusT Ontology URI, while past versions will be accessible using an URI scheme including the version ID (F.3). For backward compatibility’s sake, all the defined concepts will remain in the ontology and keep their current meaning. In case at some point the ontology maintainers decide that a concept is “not to be used anymore”, it will be annotated as deprecated (F.2).

In its current version, the IoMusT Ontology describes the IoMusT in general terms. As a matter of fact, the work presented in this paper targets a system engineering view enriched with musical content. Consequently, the intent of this research is to provide tools for a global description and easy integration of a new and promising field of IoT. Such premises, as it appears in Section 6, result in a description schema that overviews the IoT in its musical flavor and its higher level features, but does not provide in the examples a taxonomy for the specific devices (i.e., there is no attempt at all to define any form of Guitar ontology, Violin ontology, and so forth).

Indeed, looking towards the future, it is clear that any musical instrument-specific ontology together with the IoMusT Ontology would represent a set of shared and consistent axioms able to provide a complete semantic approach to internet-connected instruments. Extremely precise discovery over contexts described with a music-professional view may be enabled in this manner.

Looking to Fig. 3, moreover, the forthcoming path is quite easily understandable. First of all, it will be possible to include new lower level vocabularies–taxonomies–ontologies to describe clearly and easily the core \texttt{iot} namespace. Secondly, it will be also possible to enrich the \texttt{iomust} namespace leveraging both the core \texttt{iot} and the new music related ontologies that may appear in the panorama. Eventually, a continuous feedback by developers trying to make innovative and groundbreaking connections between distant fields. Is the IoMusT Ontology easy to use when it comes to coding? Was it possible to develop your project of connecting the IoMusT Ontology and the new Automotive ontology together? Implementation and maintenance, in this situation, overlap almost completely.

8. Evaluation

The IoMusT Ontology was assessed by using formal methods as well as checking its fitness for our domain and purposes.

8.1. Metrics and formal validation

Evaluating an ontology is always a matter of identifying the best trade-off between its expressiveness and the performance of applications based on its concepts (i.e., the effective usage). The former is the prevailing aspect in philosophical ontologies, while the latter is of course the most important when dealing with engineering.

Fernández et al. \cite{65} defined twelve metrics to measure the quality of an ontology that we hereby report. In the current paper, not all the metrics have been applied, and some of them required slight modifications to fit the scenario. The reason for this is that, of course, ontology engineering is often a matter of personal interpretation of the designer. Similarly to coding, where evaluation of different implementations and algorithms is made on complexity and performance, the metrics considered relevant for this paper are those belonging to the class of “Knowledge coverage and popularity measures”. On the other hand, as IoMusT Ontology is built up as a compound of sub-vocabularies, global metrics are considered less relevant, and will not be included here.

- **Number of classes**: it consists of the number of classes in the analyzed ontology.
- **Number of properties**: this value represent the number of datatype and object properties in a given ontology.
- **Number of individuals**: it is the number of individuals in the ontology.
- **Direct popularity**: this metric represents the number of ontologies importing the given ontology. Being a novel ontology, the popularity is of course equal to zero.
- **Inverse popularity**: the number of well established ontologies, classes and properties imported within the given ontology. It is a way to measure of interoperability with other works vs the novelty introduced, and is calculated on the most basic possible usage (i.e., the one provided in the OWL of the ontology).

\(^{12}\) \url{https://github.com/fr4ncidir/IoMusT}.
Based on our previous experience on developing ontologies, metrics belonging to the "structural ontology measures", have been replaced by an alternative set of metrics:

- **Minimum Musical Thing triple count**: the minimum number of triples needed to describe a Musical Thing. According to the previous examples available in Listings 2, 3 and Figs. 1, 2, a very simple Musical Thing can be described with less than 20 triples.

- **Maximum Musical Thing triple count**: this is the maximum number of triples that can be used to describe a Musical Thing. In our case this value is not bounded by the ontology itself, depending on the complexity of the devices although the authors consider that, to the best of their knowledge, it is very unlikely to encounter Musical Things with more than 250 triples.

Classes and properties have been provided with a textual description (\texttt{rdfs:comment}) in English (E7). The ontology editor Protégé [58] and the Visual Notation for OWL Ontologies tool (VOWL) [66] have been used to check the correctness of the ontology. The logical consistency has been checked by running (through Protégé) three reasoners, HermiT (version 1.3.8.413) [67], Pellet (version 2.2.0) [68], and FaCT++ (version 1.6.5) [69] and no inconsistencies have been found.

The evaluation of the ontology went on through the OntOlogy Pitfall Scanner! (OOPS!) online service [70]. This service performs a set of checks to detect common pitfalls in ontology design (based on the existing literature). No major pitfalls have been detected in the IoMusT Ontology. Minor pitfalls have been identified due to: (1) the absence of labels defined through \texttt{rdfs:label}; (2) the absence of an inverse relationship; (3) the presence of URLs containing file extensions. As regards the first point, it is ascribable to a design choice: since the ontology (in our opinion) is already easy to read, the adoption of labels would be redundant. The last two points instead, depends on two of the imported ontologies (i.e., the Event and Timeline ontologies).

### 8.2. Evaluation for requirements and answer to competency questions

Metrics calculation is a good solution to obtain comparable evaluation of ontologies. However, not surprisingly numerical solutions do not take into account the actual topics treated. To address this facet, it is necessary to dive into the ontology, ask questions and evaluate the answers. We hereby suggest three sets of questions, which will be applied to the IoMusT Ontology:

1. The academic community developed over the time some suggestions for ontology engineering. In particular one of the major Conferences for Semantic Web research, namely ISWC, defined in its website\textsuperscript{13} a pool of guidelines.
2. MIRO evaluation [21], that provides an organized list of standardized questions. The report\textsuperscript{14} of their application to the IoMusT Ontology is available in the ontology’s Github repository.
3. Section’s 5 competency questions.

Let us start with ISWC guideline analysis, which are also included partially in Miro report. Concerning the Impact section, we can definitely say that the IoMusT Ontology fulfills the requests. The answers to the questions were largely discussed over the previous paragraphs of this work, although it is worth repeating that the IoMusT has a dual value, contributing to both the IoT and Music domains. Reusability, then, is answered by the explanations given in Section 6, and is maximized by plugging into the IoMusT Ontology well established ontologies like SOSA, FOAF and PROV-O. Eventually, Design & Technical Quality and Availability are appropriately fulfilled by the concepts provided in Section 7.

Among all evaluations, anyway, the check for competency questions and requirements satisfaction is the most important, because it justifies the whole work. In particular, the 12 competency questions in Section 5.1 are almost completely successfully handled. With the exception of question 4 and 10, the IoMusT Ontology provides all the tools to perform semantic discoveries as complex as needed. So, the ontology provides all the tools necessary to format SPARQL queries that would answer the questions. Question 4, by its side, refers to an aspect that should be treated with the AS ontologies of Fig. 3. Instead competency question 10 may be addressed by a complex discovery including also the concepts of the AudioCommons ontology mentioned in Section 3. However, the AudioCommons ontology has not yet been integrated with the IoMusT ontology, and will be part of a future extension of it.

Concerning Formal Requirements (Section 5.2) the discussion is similar, as some points can be obtained by direct usage of IoMusT ontology as we described it, and some others need the inclusion of additional resources. For example, consider question 5: it is fully achievable by performing SPARQL discoveries as described in the previous paragraph. Competency question 4, on the contrary, refers to live attributes for music, which were not directly targeted here, as they are connected to music and the specific application, and not to devices. Questions 1 and 3 can be achieved by exploiting IoMusT ontology along with specific concepts in the AudioCommons Ontology, Studio Ontology, and Music Ontology. Question 2, then, refers to concepts available in the Studio/Connectivity ontologies.

## 9. Conclusions

This paper presented in OWL, the IoMusT Ontology, for describing ecosystems forming around IoMusT technologies. The IoMusT Ontology can describe properties of the Musical Things and of the connectivity composing the ecosystem, as well as related applications and services. The creation of the ontology was motivated by the need of facilitating interoperability across heterogeneous Musical Things. The design of the IoMusT Ontology was informed largely by scenarios and use cases present in the IoMusT literature [1,2]. The IoMusT Ontology is related to existing relevant ontologies and models, including the SOSA Ontology [40,41] for the representation of sensors and actuators and the Music Ontology [15] for the authoring and publication of music.

\textsuperscript{13} \url{https://iswc2018.semanticweb.org/call-for-resources-track-papers/#.}

\textsuperscript{14} \url{https://github.com/fr4ncidir/IoMusT/blob/master/MIRO%20report.md}
Other ontologies were not directly included (e.g., for haptics), but they are still easily integrated in applications whenever needed. This provides easy usage and understanding of the ontology, and at the same time appropriate flexibility.

The evaluation procedure reported in this work showed that the ontology is consistent, follows good practices, and is functional to the ecosystem. Nevertheless, the performed evaluation did not assess the use of the ontology in a real IoMusT setting where heterogeneous Musical Things communicate between each other. In future work we plan to investigate the use of the IoMusT Ontology in an IoMusT ecosystem involving several, distributed, heterogeneous Musical Things connected through a semantic architecture extending those reported in [18,71]. Moreover, we plan to test the ontology with users, based on client applications that make use of it. Furthermore, as the ontology is disseminated more feedback is expected in the near future. These inputs will allow one to evolve the ontology based on potentially unexpected use cases as well as conduct a more in-depth evaluation.

To date, standardization activities for the IoMusTs are mostly unrealized [1] and are crucial for its success and indispensable to avoid the fragmentation that characterizes the general IoT field [72]. The work reported in this paper aimed to perform a first step towards this direction.
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Appendix. Prefixes and namespaces

Table A.3 lists the prefixes used in the present work and their corresponding expanded URI.

<table>
<thead>
<tr>
<th>Prefix</th>
<th>URI</th>
</tr>
</thead>
<tbody>
<tr>
<td>rdf:</td>
<td><a href="http://www.w3.org/1999/02/22-rdf-syntax-ns#">http://www.w3.org/1999/02/22-rdf-syntax-ns#</a></td>
</tr>
<tr>
<td>rdfs:</td>
<td><a href="http://www.w3.org/2000/01/rdf-schema#">http://www.w3.org/2000/01/rdf-schema#</a></td>
</tr>
<tr>
<td>owl:</td>
<td><a href="http://www.w3.org/2002/07/owl#">http://www.w3.org/2002/07/owl#</a></td>
</tr>
<tr>
<td>mo, music:</td>
<td><a href="http://purl.org/ontology/mo/">http://purl.org/ontology/mo/</a></td>
</tr>
<tr>
<td>prov:</td>
<td><a href="http://www.w3.org/ns/prov#">http://www.w3.org/ns/prov#</a></td>
</tr>
<tr>
<td>sosa:</td>
<td><a href="http://www.w3.org/ns/sosa/">http://www.w3.org/ns/sosa/</a></td>
</tr>
<tr>
<td>co:</td>
<td><a href="http://purl.org/co#">http://purl.org/co#</a></td>
</tr>
<tr>
<td>foaf:</td>
<td><a href="http://xmlns.com/foaf/0.1/">http://xmlns.com/foaf/0.1/</a></td>
</tr>
<tr>
<td>event:</td>
<td><a href="http://purl.org/NET/c4dm/event.owl#">http://purl.org/NET/c4dm/event.owl#</a></td>
</tr>
<tr>
<td>timeline:</td>
<td><a href="http://purl.org/NET/c4dm/timeline.owl#">http://purl.org/NET/c4dm/timeline.owl#</a></td>
</tr>
<tr>
<td>dbpedia:</td>
<td><a href="http://dbpedia.org/resource/">http://dbpedia.org/resource/</a></td>
</tr>
</tbody>
</table>

| ns: | whatever personal valid namespace |

A: Expanded SPARQL prefixes.

<table>
<thead>
<tr>
<th>Prefix</th>
<th>URI</th>
</tr>
</thead>
<tbody>
<tr>
<td>dbpedia:</td>
<td><a href="http://dbpedia.org/resource/">http://dbpedia.org/resource/</a></td>
</tr>
<tr>
<td>foaf:</td>
<td><a href="http://xmlns.com/foaf/0.1/">http://xmlns.com/foaf/0.1/</a></td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>Event</th>
<th>URI</th>
</tr>
</thead>
<tbody>
<tr>
<td>event:</td>
<td><a href="http://purl.org/NET/c4dm/event.owl#">http://purl.org/NET/c4dm/event.owl#</a></td>
</tr>
<tr>
<td>timeline:</td>
<td><a href="http://purl.org/NET/c4dm/timeline.owl#">http://purl.org/NET/c4dm/timeline.owl#</a></td>
</tr>
<tr>
<td>dbpedia:</td>
<td><a href="http://dbpedia.org/resource/">http://dbpedia.org/resource/</a></td>
</tr>
</tbody>
</table>

| ns: | whatever personal valid namespace |
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